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Abstract
We introduce a thread-safe color management library,

LittleCMS-MT. It is a fork of the popular LittleCMS color man-
agement library. The issues with LittleCMS are described and the
approach used to create LittleCMS-MT is discussed. The archi-
tectural design of using a thread-safe color management library
with open source projects used for rendering page description
languages is covered. Performance results using Ghostscript with
LittleCMS-MT vs. LittleCMS and standard test files are provided.

Introduction
LittleCMS[1] is a popular open source color management

engine. It was introduced in 1998 by Marti Maria and currently
is provided under an MIT license. The current version number is
2.9, which was released in November of 2017.

LittleCMS has been used for years in Ghostscript[2], which
is a dual licensed (GNU AGPL and commerical) open source
project used for the rendering and conversion of PostScript R©[3],
PDF[4], XPS[5] and PCL[6] documents. Ghostscript was intro-
duced in 1986 by L. Peter Deutsch. It is currently at version
9.23, which was released in March of 2018. Today, Ghostscript
is embedded in millions of devices/applications including printers
(desktop and production), RIPs, document management software
systems, document viewers and cloud applications to name a few.

One of the limitations of LittleCMS is that it is not thread-
safe. While it is true that LittleCMS can be used in multi-
threaded applications, these applications must be designed to use
LittleCMS in a way that achieves a less than ideal level of per-
formance. For example, in LittleCMS, it is not possible to safely
share ICC profiles or links (structures that define mappings be-
tween ICC profile device color spaces) between threads without
placing a lock around them during their use. This severely lim-
its the performance of applications such as Ghostscript, which are
commonly used in a multi-threaded manner and have heavy color
conversion needs.

To overcome this limitation, a thread-safe version of Lit-
tleCMS has been released under the same MIT license[7]. The
new version is referred to as LittleCMS-MT. In addition to provid-
ing a thread-safe color management library, LittleCMS-MT pro-
vides accelerations that are currently unavailable in LittleCMS.
The motivation for this work and its efficient use is described in
the remainder of this paper.

Thread safety
One of the features of a library like LittleCMS is the ability

for the library to call back to the calling application. These call-
backs are typically used to provide error trapping, memory man-
agement or to provide processed data in an asynchronous manner.
A requirement in designing a thread-safe library that uses call-

backs is that the callback routines should be capable of accessing
the variables and data structures required to work. The standard
manner in which this is usually achieved is to allow the caller to
pass in an opaque pointer as one of the arguments to every pro-
cedure in the library’s application programming interface (API),
which will then be passed back unchanged in every callback.

With the thread’s context propagated through the library
functions, all callbacks can then provide a pointer to the state or
context associated with the thread. This ensures that the calling
thread does not receive pointers to structures for which it should
not have access and (assuming there are not other issues such as
global variables etc.) avoids contention or race conditions be-
tween threads.

The existing LittleCMS library achieves some level of this
design as it provides the concept of a contextID to be passed with
some of its procedures. Unfortunately, the design falls short as
the contextID is not passed to all of the procedures. In addition,
LittleCMS stores the contextID into some of its structures effec-
tively cementing those structures to be used only by the calling
thread that created them. This situation is shown in Figure 1,
where Thread1 creates a resource rsrc1 (for example an ICC pro-
file structure or a transformation structure) using its context ctx1,
which LittleCMS stores inside of rsrc1 . The object rsrc1 is then
stored in a cache so that it can be used by other threads. To avoid
the overhead of creating its own copy of rsrc1, Thread2 makes
use of the rsrc1 object that is present in the cache and passes it
along with the thread’s context ctx2 to the LittleCMS library. Due
to its less than optimal design, the library fails to propagate ctx2
through its calls and at some point makes use of the context ctx1
stored in the resource structure, passing ctx1 to Thread2 in a call
back. Since Thread1 and Thread2 are now both possibly making
changes to ctx1 (or using it to access certain memory addresses),
thread safety is no longer ensured.

In LittleCMS-MT, the above problem is avoided by having
the incoming contextID propagated to all methods within the li-
brary, including static ones. In addition, storage of the caller’s
contextID in structures within the library is not allowed. In this
way, a thread will receive only its own contextID on any callback.
This situation is shown in Figure 2, where after an API call to
the library with api(ctx2) from Thread 2, any callbacks that occur
must, by design, pass back ctx2 and can never return ctx1.

Ghostscript
Ghostscript’s architecture is shown coarsely in Figure 3. At

the top of this figure, we have the interpreters for the various page
description languages (PDLs) that Ghostscript supports. At the
bottom of the figure we have the output device and list a few of
the many output formats that Ghostscript supports. These out-
put formats include other PDL formats as well as image formats
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Figure 3. High level view of Ghostscript’s architecture

and customized printer driver formats. Between these two compo-
nents is the graphics library. When going from one PDL format to
another PDL format (e.g. PostScript R© to PDF) the output device
may understand how to handle a high level drawing command
and the graphics library may not need to do any work. Instead the
output device simply repackages the command in the appropriate
manner for the output PDL format. If instead, we are going out to
an image format, the graphics library will break down the higher
level commands to lower level commands (e.g. to a rectangle fill
or a bitmap copy).

To provide proper rendering, Ghostscript must be able to
handle a variety of managed color definitions. These include
PostScript R© color space arrays, ICC profiles (both V2 and V4),
CIELAB, PDF CalGray and PDF CalRGB color spaces. In addi-
tion, PostScript R© and PDF have generic Gray, RGB and CMYK
color spaces. These are typically assigned with default ICC pro-
files that are run-time configurable by the user. To simplify things,
Ghostscript converts all non-ICC managed color definitions to
equivalent ICC profiles.

A PDL document can contain text, vector graphics and im-
ages each of which can be defined in different color spaces. Ren-
dering to a target, Ghostscript allows the user to define a single
target ICC profile or unique profiles for image, graphic and text
objects. This flexibility of color space definitions for different ob-
ject types can lead to documents that have significant color con-
version requirements. For an embedded PDL rendering engine,
rendering performance is always a concern as it has an obvious
impact on the printer page-per-minute specification. Creation of
links between ICC color spaces can be a significant computational
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cost, especially if larger table sizes are created. To minimize the
number of links created, Ghostscript maintains a cache of previ-
ously created links, which is searched when a link is needed by a
thread. If the needed link is not found in the cache, a new one is
created and stored in the cache.

When rendering to high resolutions, Ghostscript will store
the various page drawing commands into a display list. Part
of the description for these drawing commands are the associ-
ated ICC color spaces, which are also stored in the display list.
Once created, this display list can then be processed to render the
graphic, text and images onto the output bitmap. Use of the dis-
play list enables the data to be structured in a way that optimizes
for only rendering a small band at a time, thereby saving on mem-
ory needs for the system. When rendering in a single threaded
manner, Ghostscript will first render the top band, then the next,
all the way to the final band. When Ghostscript is operated in
a multi-threaded manner, each thread can independently render a
band. This parallelism can provide a significant speed-up when
using a multi-core processor. Figure 4 shows an example where
the output page is divided into multiple bands and three threads
are each independently rendering different bands. When a thread
completes a band, it will move to the next unprocessed band.

With multi-threaded rendering in Ghostscript, each thread
maintains its own memory pool manager. The memory pools
use a splay tree [9] to organize the memory chunks. Splay trees
are essentially binary search trees that can reorganize themselves
when an item is accessed. This reorganization can ensure more
commonly used items are near the top of the tree and therefore
more quickly accessed. If the threads had a shared memory pool,
it would be neccessary to place a mutex lock around the splay
tree operations to avoid concurrent problems. Use of a mutex
in this case would result in a severe performance penalty. The
thread’s memory pool manager is the context information passed
to LittleCMS-MT with every call to the library. When the library
needs to do a memory allocation, it calls back to a memory al-
location function in Ghostscript, which will then ensure that the
allocation occurs with the proper memory pool manager.

In LittleCMS, the fact that the wrong memory pool manager
can be passed back to a thread, means that concurrency issues can
occur. To avoid this problem when using LittleCMS, structures
such as links and profiles can not be shared between threads, and
each thread must maintain its own cache of link transforms. This
limitation can have a significant impact on performance. For ex-
ample, consider a document with eight vertical strips on a page as
shown in Figure 5, each defined with different ICC color spaces.
If there are four threads processing bands on this page there would
need to be 32 different links created. This can have an impact on

Figure 5. PDF Document with eight CMYK rectangle fills each defined by

a different ICC profile

the performance boost that should occur when rendering the page
with multiple threads on multiple cores. With LittleCMS-MT, it
is possible to have the threads share a common cache. In this
case, for the above example, only eight different links would need
to be created. We will study the performance impact this has on
standardized files in the results section below.

MuPDF
MuPDF[8] is an open source dual licensed (GNU AGPL

and commercial) project designed for the rendering, manipula-
tion, editing and converting of PDF, XPS and EPUB document
formats. The code is designed to work well in mobile environ-
ments. It is currently at version 1.12, which was released in De-
cember 2017. To achieve managed color output, LittleCMS-MT
was included in the project. In the case of MuPDF, the context
passed to LittleCMS-MT and passed back during memory allo-
cations includes a pointer to the thread’s exception stack. Using
LittleCMS in MuPDF with shared objects would lead to issues as
one thread could alter the exception stack of another thread. The
LittleCMS-MT library avoids this problem by ensuring the proper
context is always provided in the callback to the thread.

LittleCMS-MT Optimizations
Ghostscript and MuPDF both require the ability of the color

transforms to operate on a variety of different data formats. These
different formats could all occur on a single page of a document.
For example there could be color data that is 8-bit or 16-bit, planar
or chunky image data, different endianness, and include/exclude
an alpha component. Little CMS is designed to handle these vari-
ous formats. The LittleCMS-MT project has introduced optimiza-
tions in this design, providing an increase in performance over
LittleCMS.

Due to the cost of creating a link between ICC profiles, it
is desirable to avoid creating an entire new link due to a simple
input or output format change. Little CMS has a method to do
this, but it is not thread-safe. Therefore LittleCMS-MT removes
this method and provides a thread-safe solution.
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Pack/unpack
The core LittleCMS buffer transformation routine takes a set

of input values, and transforms them into a set of output values,
with or without a cache, or gamut check. The exact format of
the values in these buffers can be set by the caller to match the
formats of the data most natural to the calling routines.

Little CMS provides interpolation routines that work in both
floating point and 16-bit integer ranges. In order to accommo-
date the other input and output formats used, the LittleCMS buffer
transformation code breaks the process down into various stages;
1) Unpack, 2) Cache Check, 3) Gamut Check, 4) Transform, and
5) Repack.

The unpack stage takes the data from the supplied buffer and
converts it to the required internal format (normally 16-bit inte-
gers). The cache check compares this unpacked data against the
previous input values, and if it finds that they match, can short
circuit the rest of the process by reusing the previously computed
values. The gamut check (a relatively rarely used option) checks
to see whether the values are out of range for the profile, and if
they are it copies in known “alarm” values, short circuiting the
rest of the process. The transform stage performs the interpolated
lookup of the input values to get the output values (both in the
standard internal form). Finally, the pack stage copies this inter-
nal data back (converting if required) into the output buffer.

In Ghostscript and MuPDF, we always feed data in either 8
or 16-bit integer form. In the 16-bit case, the pack/unpack stages
resolve to a copy operation and in the 8-bit case they resolve to a
quickly performed operation.

In the original LittleCMS code, the packers and unpackers
were held as function pointers, so every pixel processed would
involve at least 3 function calls (one to unpack, one to transform,
and one to pack again). Function call overhead for such trivial
operations (or NOPs) is significant when taken in bulk, so a way
to reduce this cost was sought.

Accordingly, we created a “templated” routine that can be
used to generate optimized code for given color transformation,
in the form of a header file that can be repeatedly included with
different definitions. In this process, some defines are made, and
then inclusion of them generates a new instance of a transforma-
tion routine optimized for the given formats.

We have deployed these optimized routines for all the com-
mon gray/RGB/CMYK in/out operations with both 8 and 16-
bits. Operations on 16-bit data now operate “in-place” with no
unpacking/packing required. Operations on 8-bit data have the
pack/unpack operation performed directly, avoiding the function
call overheads. If a user discovers cases that are not optimized
already, adding new cases is a trivial matter of a few #defines, and
another include.

ChangeBuffers vs. Cloning
Once a link has been created between given input and out-

put formats, LittleCMS provides a mechanism for changing these
formats without recalculating the entire link (for certain classes of
input/output formats at least). For example, if a link is created to
consume and return 16-bit data, but it is later discovered that the
same link is required to handle 8-bit data, LittleCMS would allow
you to change the buffer format without the expense of creating a
new link and recalculating the internal tables.

The mechanism for this involved LittleCMS changing the

pack/unpack pointers within a link. This causes problems for
multi-threaded use, as one thread may be in the process of us-
ing a link when another changes the formats for which it is setup,
causing undefined results.

Accordingly, in LittleCMS-MT, we remove this operation
and replace it with a new operation to “clone” a link with different
input/output formats. Both the clone and the original link share
the internal tables in a reference counted, thread-safe fashion, thus
avoiding the overhead of holding or calculating the internal tables
multiple times.

In Ghostscript, a cached link object could contain 128 po-
tential clones of one single link from the color management li-
brary. These clones share the same core object and have different
input and output buffer settings to handle the variety of differ-
ent input and output formats (e.g. planar/chunky data, 8/16 bit,
big/little endian on the input and output settings as well as the in-
clusion/exclusion of an alpha value). The cloning occurs on an
as-needed basis. The clones are maintained in a linked list and
can be readily shared among threads.

Results
To measure the performance gain achieved by using

LittleCMS-MT in Ghostscript, the PDF files shown in Figures 6-8
were rendered. The PDF file shown in Figure 6 consisted of six
images in sRGB color space each of size 4608x3456 pixels and
the PDF page size was 23.9 x 26.7 cm. We will refer to this file as
the Images file. The PDF file shown in Figure 7 is the Altona 1.2
Visual test page. It contains a number of elements in various color
spaces, the details of which are discussed in [10]. This PDF page
size was 44.1 x 31.8 cm. Finally, the PDF file shown in Figure 8
is the Altona 2.0 test file [11] and is sized at 29.7 x 42.0 cm. This
file provides transparency objects that can be difficult for some
rendering solutions. Together, these files provide a wide variety
of different color types and elements that can be encountered in a
PDF file.

An Intel R© 24-core Xeon R© X5650 CPU 1.6-2.67 GHz was
used for the rendering. To minimize thermal throttling issues
when collecting timing data, the CPU was set into a slower con-
stant speed of 1.6GHz. The files were rendered to a CMYK color
space defined by the eciCMYK ICC profile (FOGRA53)1 [12]
with a bit depth of 32bits/pixel at 1200dpi resolution. For the
Images, Altona Visual and Altona 2.0 files this amounts to ap-
proximately 0.57 GB, 1.25 GB and 1.11 GB of data respectively.
The eciCMYK color space was selected as the destination color
space since it was not present in any of the files, forcing signifi-
cant color conversions. To avoid timing overhead due to file out-
put, the actual output data was written to the null device. The
exact command line used was:

./gs -sDEVICE=bitcmyk -Z: -dMaxBitmap=1
-dNumRenderingThreads=#
-r1200 -o /dev/null
-sOutputICCProfile=eciCMYK.icc
-dGrayValues=256 -f input file.pdf

where the option -dNumRenderingThreads=# varied using from

1The eciCMYK.icc profile was included in Ghostscript’s ROM file
system at compile time.
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Figure 6. PDF Images document with six images in sRGB color space

1 to 24 threads.2

Ghostscript used the contents and size of the file to render
each file with a particular number of bands. The Images file was
rendered using 168 bands, the Altona Visual file was rendered
using 376 bands and the Altona 2.0 file was rendered using 1804
bands.

Using LittleCMS and LittleCMS-MT with Ghostscript, each
PDF file was rendered ten times using from 1 to 24 threads. To
reduce timing errors caused by the system doing other processes,
the minimum rendering time of the ten runs was determined. Fig-
ures 9-11 show the minimum timing results (over the 10 runs)
for the files comparing LittleCMS to LittleCMS-MT where the x-

2The actual numbers used were 0,2-24. The value of 1 has a special
meaning in Ghostscript for this parameter and was not used in this testing
[2].

Figure 7. Altona 1.2 Visual test file

Figure 8. Altona 2.0 test file

38726th Color and Imaging Conference Final Program and Proceedings



2 4 6 8 10 12 14 16 18 20 22 24
4

6

8

10

12

14

16

18

20

Number of threads

S
ec
o
n
ds

Images File

 

 

lcms2

lcms2mt

Figure9.

2 4 6 8 10 12 14 16 18 20 22 24
4.5

5

5.5

6

6.5

7

7.5

8

8.5

9

9.5

Number of threads

S
ec
o
n
ds

Altona 1.2 Visual File

 

 

lcms2

lcms2mt

TimingresultsfortheImagestestfile

Figure10. TimingresultsfortheAltona1.2Visualtestfile

axisisthenumberofrenderingthreadsandthey-axisisthetime
insecondstorenderthepage.Figures12-14showthepercent
speedupofusingLittleCMS-MTvsthenumberofthreadsused
foreachfile.Thepercentspeed-upwascomputedusing

P=
Tlcms Tlcmsmt
Tlcms

(1)

whereTlcmsisthetimeforthepagetorenderusingLittleCMSand
TlcmsmtisthetimeforthepagetorenderusingLittleCMS-MT.
Figures12-14areallshownwiththesameaxisrangetoallow
easiercomparison.

Discussion

2 4 6 8 10 12 14 16 18 20 22 24

40

60

80

100

120

140

160

Number of threads

S
e
c
o
n
d
s

Altona 2.0 File

 

 

lcms2

lcms2mt

TheresultsshowaclearadvantageusingLittleCMS-MT
overLittleCMSforrenderingwithGhostscript.Figure12,which
isforthePDFfilethatcontainedonlyimagesinsRGBcolor
space,showedapproximatelyan8percentspeedimprovement.
Thesourceofthisspeed-upisthereductionofthefunctioncall
overheadthatwasdiscussedinthePack/unpacksectionabove.
Forthisfile,approximately43percentofthefileprocessingtime

Figure11.

2 4 6 8 10 12 14 16 18 20 22 24
0

5

10

15

20

25

Number of threads

P
er
c
e
nt
 
S
p
e
e
d 
U
p

Images File

TimingsresultsfortheAltona2.0testfile

Figure12.

2 4 6 8 10 12 14 16 18 20 22 24
0

5

10

15

20

25

Number of threads

P
er
c
e
nt
 
S
p
e
e
d 
U
p

Altona 1.2 Visual File

Percentspeed-upresultsfortheImagestestfile

Figure13. Percentspeed-upresultsfortheAltona1.2Visualtestfile

388 Society for Imaging Science and Technology



2 4 6 8 10 12 14 16 18 20 22 24
0

5

10

15

20

25

Number of threads

Pe
rc

en
t S

pe
ed

 U
p

Altona 2.0 File

Figure 14. Percent speed-up results for the Altona 2.0 test file

was spent in the CMM when running with LittleCMS, indicating
that the speed-up within LittleCMS-MT is more like 19 percent.
One percent of the processing time was in creating the ICC links
while 42 percent was in actually transforming colors. The fact that
only one link had to be created for this file is the reason that there
is little change in Figure 12 as the number of threads increases.

Figures 13 and 14, which are for the PDF files that contain a
large variety of object types and color spaces, show a significant
advantage of using LittleCMS-MT as the number of rendering
threads increase, with over a 20 percent speed advantage using
LittleCMS-MT at 24 threads. The source of this speed-up is the
ability of the threads to share links in a common cache and avoid
having to each create their own copies or require a lock when
they use the links. With the Altona 2.0 file, running with a single
thread, approximately 7 percent of the rendering time was spent
creating ICC links and 16 percent time was spent transforming
colors. With the Altona 1.2 Visual file, approximately 29 percent
of the rendering time was spent creating links and 12.5 percent
was spent transforming colors for the single threaded case.

Since color conversion is a significant portion of PDL ren-
dering, our work will continue to improve LittleCMS-MT to en-
sure that it works as efficiently as possible with Ghostscript and
MuPDF. With it’s liberal MIT license, these improvements should
be useful for others who are currently using LittleCMS and faced
with multi-threaded bottlenecks or who are transforming signifi-
cant amounts of data.
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